# Homework: JavaScript Syntax

This document defines the homework assignments from the [“JavaScript Basics“ Course @ Software University](http://softuni.bg/courses/javascript-basics/). Please submit as homework a single zip / rar / 7z archive holding the solutions (source code) of all below described problems.

## Quadratic equation

Write a script that enters the coefficients a, b and c of a quadratic equation **a\*x2 + b\*x + c = 0** and calculates and prints its real roots. Note that quadratic equations may have 0, 1 or 2 real roots. Example:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  5  -3 | X1 = -3  X2 = 0.5 |
| 2  -4  2 | X = 1 |
| 4  2  1 | No real rots |

## Calculate knots

Write a JavaScript function that accepts a number variable to convert from **km/h** to **knots** (knot is a maritime unit measuring speed). The result should be printed on the console, rounded up to the second sign after the decimal point. Run the program through **Node.js**. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 20 | 10.80 |
| 112 | 60.48 |
| 400 | 215.98 |

***Hint:*** Use the link: <http://www.convertunits.com/from/km/h/to/knots>.

## Cylinder Volume

Write a JavaScript function **calcCylinderVol(arr)** that accepts the following parameters: **radius** and the **height** of a **straight circular cylinder**. The function calculates the volume of the cylinder. Write JS program **cylinderVol.js** that calculates the volume of a few cylinders. The result should be printed on the console. Run the program through **Node.js**. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| [2, 4] | 50.265 |
| [5, 8] | 628.319 |
| [12, 3] | 1357.168 |

## The Lifetime Supply Calculator

Write a JavaScript function**calcSupply(age, maxAge, food, foodPerDay)** that accepts the following parameters: **your age** (years), **your maximum age** (years), your **favorite food name** (e.g. "chocolate"), **estimate amount of your favorite food per day** (a number).The functioncalculates how many of the food you will eat for the rest of your life. Write JS program **lifetimeSupplyCalc.js** that calculates the amount of a few foods that you will eat. The result should be printed on the console. Run the program through **Node.js**. *Note: we assume that there are no leap years.* Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 38  118  chocolate  0.5 | 14600kg of chocolate would be enough until I am 118 years old. |
| 20  87  fruits  2 | 48910kg of fruits would be enough until I am 87 years old. |
| 16  102  nuts  1.1 | 34529kg of nuts would be enough until I am 102 years old. |

## \*Calculate Expression

Write a **HTML page** (with **text field**, **button**, and **paragraph**). Write JS program **calcExpression.js** that **calculates** any expression put in the text field and **prints** it in the paragraph. Link the JS file to the HTML file. Example:

![](data:image/png;base64,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)

# Exam Problems

All problems below are given from the JavaScript Basics exam from **27-July-2014**. You can submit your solutions [here](http://judge.softuni.bg/Contests/19/JavaScript-Basics-Exam-27-July-2014). **You are not obligated** to submit any of them in your homework, but it is highly recommend that you solve some or all of them so you can be well prepared for the upcoming exam. You may read [this post](https://softuni.bg/forum/questions/details/1627) to see how to submit JS code in the Judge system.

## \*Build a Table

Write a JavaScript function that takes as input an array of two numbers (**start** and **end**) and prints at the console a HTML table of 3 columns. The first column should hold a number **num**, changing from **start** to **end**. The second column should hold **num\*num**. The third column should hold "**yes**" if **num** is Fibonacci number or "**no**" otherwise. The table should have header cells titled "**Num**", "**Square**" and "**Fib**". See the below examples.

### Input

The input data comes as **array of two numbers**: **start** and **end**. The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

Print at the console the above described **table** in the same format like the examples below. Don't add additional spaces. **Whitespace** and character **casing** are important, so please use the same as in the below examples.

### Constraints

* The input is passed to the first JavaScript function found in your code as array of 2 elements.
* The numbers **start** and **end** are positive integers in the range [1…1 000 000] and **start** ≤ **end**.
* Allowed working time for your program: 0.2 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  6 | <table>  <tr><th>Num</th><th>Square</th><th>Fib</th></tr>  <tr><td>2</td><td>4</td><td>yes</td></tr>  <tr><td>3</td><td>9</td><td>yes</td></tr>  <tr><td>4</td><td>16</td><td>no</td></tr>  <tr><td>5</td><td>25</td><td>yes</td></tr>  <tr><td>6</td><td>36</td><td>no</td></tr>  </table> |
| **Input** | **Output** |
| 55  56 | <table>  <tr><th>Num</th><th>Square</th><th>Fib</th></tr>  <tr><td>55</td><td>3025</td><td>yes</td></tr>  <tr><td>56</td><td>3136</td><td>no</td></tr>  </table> |

## \*Reveal Triangles

You are given a sequence of **text lines**, holding small Latin letters. Your task is to **reveal all triangles** in the text by changing their letters with '**\***'. Triangles consist of equal letters in the form of triangle:

|  |  |  |  |
| --- | --- | --- | --- |
| a  aaa | x  xxx  xxxxx | p  ppp  ppppp  ppppppp | etc. |

Triangles can span **different sizes**: 2 lines, 3 lines, 4 lines, etc. Triangles can **overlap** (some letters can take part in several triangles).

### Input

The input data comes as **array of strings**, holding the text lines.

### Output

Print at the console the input data after replacing all triangles by '**\***'.

### Constraints

* The input will be passed to the first JavaScript function found in your code as **array of strings**.
* Each input line will hold 1…100 Latin letters.
* The number of input lines will be in the range [1..100].
* Allowed working time: 0.2 seconds. Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| a**b**cde**x**gh  **bbb**d**xxx**h  abc**xxxxx** | a\*cde\*gh  \*\*\*d\*\*\*h  abc\*\*\*\*\* | a**a**  **aaa**  **aaaa**  **aaaaa** | a\*  \*\*\*  \*\*\*\*  \*\*\*\*\* | a**x**  **xxx**  b  b**bb**  **bbbb** | a\*  \*\*\*  b  b\*\*  \*\*\*\* | d**ff**dsgy**e**fg  **ffff**ey**eee**  jb**fff**ays  dag**fff**dsss  dfdf**a**  dad**aaa**dddf  sd**aaaaa**  d**aaaaaaa**sf | d\*\*dsgy\*fg  \*\*\*\*ey\*\*\*  jb\*\*\*ays  dag\*\*\*dsss  dfdf\*  dad\*\*\*dddf  sd\*\*\*\*\*  d\*\*\*\*\*\*\*sf |

Hint: to simplify your work, you can reveal only triangles of size "2 lines", because all bigger triangles consist of several overlapping triangles of size "2 lines".

## \*Extract Hyperlinks

Write a JavaScript function to **extract all hyperlinks** (**<href=…>**) from given text. The text comes as **array of strings**, passed as parameter to your function. Print at the console the **href** values in the text.

The input text is **standard HTML code**. It may hold many tags and can be formatted in many different forms (with or without whitespace). The **<a>** elements may have many attributes, not only **href**. You should extract only the values of the **href** attributes of all **<a>** elements.

### Input

The input data comes as **array of strings**, holding the text lines.

### Output

Print at the console the **href** values in the text, each at a separate line, in the order they come from the input.

### Constraints

* The input will be passed to the first JavaScript function found in your code as **array of strings**.
* The input will be **well formed HTML fragment** (all tags and attributes will be correctly closed).
* Attribute values will never hold tags and hyperlinks, e.g. "**<img alt='<a href="hello">' />**" is invalid.
* Commented links are also extracted.
* The number of input lines will be in the range [1..100].
* Allowed working time: 0.2 seconds. Allowed memory: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| <a href="http://softuni.bg" class="new"></a> | http://softuni.bg |
| <p>This text has no links</p> |  |
| <!DOCTYPE html>  <html>  <head>  <title>Hyperlinks</title>  <link href="theme.css" rel="stylesheet" />  </head>  <body>  <ul><li><a **href="/"** id="home">Home</a></li><li><a  class="selected" **href=/courses**>Courses</a>  </li><li><a **href =**  **'/forum'** >Forum</a></li><li><a class="href"  onclick="go()" **href= "#"**>Forum</a></li>  <li><a id="js" **href =**  **"javascript:alert('hi yo')"** class="new">click</a></li>  <li><a id='nakov' **href =**  **http://www.nakov.com** class='new'>nak</a></li></ul>  <a **href="#empty"**></a>  <a id="href">href='fake'<img src='http://abv.bg/i.gif'  alt='abv'/></a><a **href="#"**>&lt;a href='hello'&gt;</a>  <!-- This code is commented:  <a href="#commented">commentex hyperlink</a> -->  </body> | /  /courses  /forum  #  javascript:alert('hi')  http://www.nakov.com  #empty  #  #commented |

## \*Concerts

You are given a **timetable** for the upcoming rock concerts. It consists of **bands**, **towns**, **dates** and **venues**, separated by '**|**'. Your task is to write a JavaScript function that prints at the console a **JSON string** that holds the **towns**, **venues** for each town and **list of bands** for each venue (see the example below).

### Input

The input data is passed to the first JavaScript function found in your code as **array of strings**. Each input line holds a concert description: **band**, **town**, **date** (in format **dd-MMM-YYYY**) and **venue**, separated by '**|**'. The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

Print at the console a **JSON string** that holds the **towns** (in alphabetical order), the **venues** for each town (in alphabetical order) and a **list of bands** for each venue (in alphabetical order). **Duplicates** should be removed (all strings are **case-sensitive**). Please follow exactly the **JSON format** from the example below.

### Constraints

* The numbers of **input lines** is between 1 and 10 000.
* The values **band**, **town** and **venue** consist of Latin letters, spaces and punctuation marks. Their length is between 1 and 300 characters. Leading and trailing **whitespace** should be removed.
* Allowed working time for your program: 0.2 seconds.
* Allowed memory: 16 MB.

### Examples

|  |
| --- |
| **Input** |
| ZZ Top | London | 2-Aug-2014 | Wembley Stadium  Iron Maiden | London | 28-Jul-2014 | Wembley Stadium  Metallica | Sofia | 11-Aug-2014 | Lokomotiv Stadium  Helloween | Sofia | 1-Nov-2014 | Vassil Levski Stadium  Iron Maiden | Sofia | 20-June-2015 | Vassil Levski Stadium  Helloween | Sofia | 30-July-2015 | Vassil Levski Stadium  Iron Maiden | Sofia | 26-Sep-2014 | Lokomotiv Stadium  Helloween | London | 28-Jul-2014 | Wembley Stadium  Twisted Sister | London | 30-Sep-2014 | Wembley Stadium  Metallica | London | 03-Oct-2014 | Olympic Stadium  Iron Maiden | Sofia | 11-Apr-2016 | Lokomotiv Stadium  Iron Maiden | Buenos Aires | 03-Mar-2014 | River Plate Stadium |
| **Output** |
| {"Buenos Aires":{"River Plate Stadium":["Iron Maiden"]},"London":{"Olympic Stadium":["Metallica"],"Wembley Stadium":["Helloween","Iron Maiden","Twisted Sister","ZZ Top"]},"Sofia":{"Lokomotiv Stadium":["Iron Maiden","Metallica"],"Vassil Levski Stadium":["Helloween","Iron Maiden"]}} |
| **Comments** |
| Concerts in Buenos Aires @ River Plate Stadium: Iron Maiden  Concerts in London @ Olympic Stadium: Metallica  Concerts in London @ Wembley Stadium: Helloween, Iron Maiden, Twisted Sister, ZZ Top  Concerts in Sofia @ Lokomotiv Stadium: Iron Maiden, Metallica  Concerts in Sofia @ Vassil Levski Stadium: Helloween, Iron Maiden |